**Logistic Regression in Python**

Classification techniques are an essential part of machine learning and data mining applications. Approximately 70% of problems in Data Science are classification problems. There are lots of classification problems that are available, but the logistics regression is common and is a useful regression method for solving the binary classification problem. Another category of classification is Multinomial classification, which handles the issues where multiple classes are present in the target variable. For example, IRIS dataset a very famous example of multi-class classification.

Logistic Regression can be used for various classification problems such as spam detection. Diabetes prediction, if a given customer will purchase a particular product or will they churn another competitor, whether the user will click on a given advertisement link or not, and many more examples are in the bucket.

Logistic Regression is one of the simplest and commonly used Machine Learning algorithms for two-class classification. It is easy to implement and can be used as the baseline for any binary classification problem. Its basic fundamental concepts are also constructive in deep learning. Logistic regression describes and estimates the relationship between one dependent binary variable and independent variables.

In this example, you will learn the following things in Logistic Regression:

* Introduction to Logistic Regression
* Linear Regression Vs. Logistic Regression
* Maximum Likelihood Estimation Vs. Ordinary Least Square Method
* How do Logistic Regression work?
* Model building in Scikit-learn
* Model Evaluation using Confusion Matrix.
* Advantages and Disadvantages of Logistic Regression

### Logistic Regression

Logistic regression is a statistical method for predicting binary classes. The outcome or target variable is dichotomous in nature. Dichotomous means there are only two possible classes. For example, it can be used for cancer detection problems. It computes the probability of an event occurrence.

It is a special case of linear regression where the target variable is categorical in nature. It uses a log of odds as the dependent variable. Logistic Regression predicts the probability of occurrence of a binary event utilizing a logit function.

Linear Regression Equation:
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Where, y is dependent variable and x1, x2 ... and Xn are explanatory variables.

### Linear Regression Vs. Logistic Regression

Linear regression gives you a continuous output, but logistic regression provides a constant output. An example of the continuous output is house price and stock price. Examples of the discrete output is predicting whether a patient has cancer or not, predicting whether the customer will churn. Linear regression is estimated using Ordinary Least Squares (OLS) while logistic regression is estimated using Maximum Likelihood Estimation (MLE) approach.
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### Maximum Likelihood Estimation Vs. Least Square Method

The MLE is a "likelihood" maximization method, while OLS is a distance-minimizing approximation method. Maximizing the likelihood function determines the parameters that are most likely to produce the observed data. From a statistical point of view, MLE sets the mean and variance as parameters in determining the specific parametric values for a given model. This set of parameters can be used for predicting the data needed in a normal distribution.

Ordinary Least squares estimates are computed by fitting a regression line on given data points that has the minimum sum of the squared deviations (least square error). Both are used to estimate the parameters of a linear regression model. MLE assumes a joint probability mass function, while OLS doesn't require any stochastic assumptions for minimizing distance.

### Sigmoid Function

The sigmoid function, also called logistic function gives an ‘S’ shaped curve that can take any real-valued number and map it into a value between 0 and 1. If the curve goes to positive infinity, y predicted will become 1, and if the curve goes to negative infinity, y predicted will become 0. If the output of the sigmoid function is more than 0.5, we can classify the outcome as 1 or YES, and if it is less than 0.5, we can classify it as 0 or NO. For example: If the output is 0.75, we can say in terms of probability as: There is a 75 percent chance that patient will suffer from cancer.

![](data:image/png;base64,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)

![](data:image/png;base64,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)

### Types of Logistic Regression

Types of Logistic Regression:

* Binary Logistic Regression: The target variable has only two possible outcomes such as Spam or Not Spam, Cancer or No Cancer.
* Multinomial Logistic Regression: The target variable has three or more nominal categories such as predicting the type of Wine.
* Ordinal Logistic Regression: the target variable has three or more ordinal categories such as restaurant or product rating from 1 to 5.

### We’ll be using Machine Learning to predict whether a person has diabetes or not, based on information about the patient such as blood pressure, body mass index (BMI), age, etc.

The following features have been provided to help us predict whether a person is diabetic or not:

* **Pregnancies:**Number of times pregnant
* **Glucose:** Plasma glucose concentration over 2 hours in an oral glucose tolerance test
* **BloodPressure:**Diastolic blood pressure (mm Hg)
* **SkinThickness:** Triceps skin fold thickness (mm)
* **Insulin:** 2-Hour serum insulin (mu U/ml)
* **BMI:** Body mass index (weight in kg/(height in m)2)
* **DiabetesPedigreeFunction:** Diabetes pedigree function (a function which scores likelihood of diabetes based on family history)
* **Age:** Age (years)
* **Outcome:** Class variable (0 if non-diabetic, 1 if diabetic)

### **Model building in Scikit-learn**

Let's build the diabetes prediction model.

Here, you are going to predict diabetes using Logistic Regression Classifier.

#### Loading Data

#import pandas

import pandas as pd

# load dataset

diab = pd.read\_csv(r"E:\Backup 14.03.2021\Desktop\Imarticus Post\Online DSP\Python\diabetes.csv")

diab.head()
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#### Selecting Feature

Here, you need to divide the given columns into two types of variables dependent(or target variable) and independent variable(or feature variables).

#split dataset in features and target variable

feature\_cols = ['Pregnancies', 'Insulin', 'BMI', ‘Age’, ‘Glucose’, ’BloodPressure’, 'DiabetesPedigreeFunction']

X = diab[feature\_cols] # Features

y = diab.Outcome # Target variable

#### Splitting Data

To understand model performance, dividing the dataset into a training set and a test set is a good strategy.

Let's split dataset by using function train\_test\_split(). You need to pass 3 parameters features, target, and test\_set size. Additionally, you can use random\_state to select records randomly.

# split X and y into training and testing sets

from sklearn.cross\_validation import train\_test\_split

X\_train,X\_test,y\_train,y\_test=train\_test\_split(X,y,test\_size=0.25,random\_state=0)

Here, the Dataset is broken into two parts in a ratio of 75:25. It means 75% data will be used for model training and 25% for model testing.

#### Model Development and Prediction

First, import the Logistic Regression module and create a Logistic Regression classifier object using LogisticRegression() function.

Then, fit your model on the train set using fit() and perform prediction on the test set using predict().

# import the class

from sklearn.linear\_model import LogisticRegression

# instantiate the model (using the default parameters)

logreg = LogisticRegression(solver='lbfgs', max\_iter=400)

#solver='lbfgs' - Algorithm to use in the optimization problem

#max\_iter=400 - Maximum number of iterations taken for the solvers to converge

# fit the model with data

logreg.fit(X\_train,y\_train)

y\_pred=logreg.predict(X\_test)

### Model Evaluation using Confusion Matrix

A confusion matrix is a table that is used to evaluate the performance of a classification model. You can also visualize the performance of an algorithm. The fundamental of a confusion matrix is the number of correct and incorrect predictions are summed up class-wise.

# import the metrics class

from sklearn import metrics

cnf\_matrix = metrics.confusion\_matrix(y\_test, y\_pred)

cnf\_matrix

array([[119, 11],

[ 26, 36]])

Here, you can see the confusion matrix in the form of the array object. The dimension of this matrix is 2\*2 because this model is binary classification. You have two classes 0 and 1. Diagonal values represent accurate predictions, while non-diagonal elements are inaccurate predictions. In the output, 118 and 36 are actual predictions, and 26 and 12 are incorrect predictions.

#### Visualizing Confusion Matrix using Heatmap

Let's visualize the results of the model in the form of a confusion matrix using matplotlib and seaborn.

Here, you will visualize the confusion matrix using Heatmap.

# import required modules

import numpy as np

import matplotlib.pyplot as plt

import seaborn as sns

%matplotlib inline

class\_names=[0,1] # name of classes

fig, ax = plt.subplots()

tick\_marks = np.arange(len(class\_names))

#The arange() function is used to get evenly spaced values within a given interval

plt.xticks(tick\_marks, class\_names)

plt.yticks(tick\_marks, class\_names)

# create heatmap

sns.heatmap(pd.DataFrame(cnf\_matrix), annot=True, cmap="YlGnBu" ,fmt='g')

#heatmap() fmt parameter – add text on each cell. The annot only help to add #numeric value on python heatmap cell but fmt parameter allows to add string (text) #values on the cell.

#'g' General format

ax.xaxis.set\_label\_position("top")

plt.tight\_layout()

plt.title('Confusion matrix', y=1.1)

plt.ylabel('Actual label')

plt.xlabel('Predicted label')

Text(0.5,257.44,'Predicted label')

![](data:image/png;base64,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)

#### Confusion Matrix Evaluation Metrics

Let's evaluate the model using model evaluation metrics such as accuracy, precision, and recall.

print("Accuracy:",metrics.accuracy\_score(y\_test, y\_pred))

print("Precision:",metrics.precision\_score(y\_test, y\_pred))

print("Recall:",metrics.recall\_score(y\_test, y\_pred))

Accuracy: 0.8072916666666666

Precision: 0.7659574468085106

Recall: 0.5806451612903226

We got a classification rate of 80%, considered as good accuracy.

Precision: Precision is about being precise, i.e., how accurate your model is. In other words, you can say, when a model makes a prediction, how often it is correct. In your prediction case, when your Logistic Regression model predicted patients are going to suffer from diabetes, that patients have 76% of the time.

Recall: If there are patients who have diabetes in the test set and your Logistic Regression model can identify it 58% of the time.

#### ROC Curve

Receiver Operating Characteristic(ROC) curve is a plot of the true positive rate against the false positive rate. It shows the tradeoff between sensitivity and specificity.

y\_pred\_proba = logreg.predict\_proba(X\_test)[::,1]

#The function predict\_proba() returns a numpy array of two columns. The first column #is the probability that target=0 and the second column is the probability that target=1 #That is why we add [:,1] after predict\_proba() in order to get the probabilities of #target=1 .

fpr, tpr, \_ = metrics.roc\_curve(y\_test, y\_pred\_proba)

auc = metrics.roc\_auc\_score(y\_test, y\_pred\_proba)

plt.plot(fpr,tpr,label="data 1, auc="+str(auc))

plt.legend(loc=4)

plt.show()
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#The TPR defines how many correct positive results occur among all positive #samples available during the test

#FPR, on the other hand, defines how many incorrect positive results occur #among all negative samples available during the test

#Threshold corresponds to a point on the ROC curve that is colinear with #adjacent points

AUC score for the case is 0.86. AUC score 1 represents perfect classifier, and 0.5 represents a worthless classifier.

### Advantages

Because of its efficient and straightforward nature, doesn't require high computation power, easy to implement, easily interpretable, used widely by data analyst and scientist. Also, it doesn't require scaling of features. Logistic regression provides a probability score for observations.

### Disadvantages

Logistic regression is not able to handle a large number of categorical features/variables. It is vulnerable to overfitting. Also, can't solve the non-linear problem with the logistic regression that is why it requires a transformation of non-linear features. Logistic regression will not perform well with independent variables that are not correlated to the target variable and are very similar or correlated to each other.